实验10 图及应用（二）

实验周次：第17周 学时：2学时 地点：学院机房

学号：3190707121 姓名：武新纪 班级：人工智能191 序号：21

提示：请务必填写 以上个人信息。

实验每题 分，共计 题。

**【实验目的】**

1.领会图的两种主要存储结构和基于图的基本运算算法设计。

**【实验内容】**
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**针对以上带权有向图G。**

实验1.编写一个程序graph.cpp, 设计带权图的邻接矩阵与邻接表的创建和输出运算，并在此基础上设计一个主程序exp8-1.cpp完成以下功能。

（1）建立如上图所示的有向图G的邻接矩阵，并输出（输出图的邻接矩阵二维数组形式），格式如下：

（2）销毁图G的邻接矩阵存储结构。

（3）建立如上图所示的有向图G的邻接表，并输出（输出各顶点及其邻边），格式如下：

![](data:image/png;base64,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)

（4）销毁图G的邻接表。

**程序**

//图的基本运算算法

#include <stdio.h>

#include <malloc.h>

//图的两种存储结构

#define INF 32767               //定义∞

#define MAXV 100                //最大顶点个数

typedef char InfoType;

//以下定义邻接矩阵类型

typedef struct

{   int no;                     //顶点编号

    InfoType info;              //顶点其他信息

} VertexType;                   //顶点类型

typedef struct

{   int edges[MAXV][MAXV];      //邻接矩阵数组

    int n,e;                    //顶点数，边数

    VertexType vexs[MAXV];      //存放顶点信息

} MatGraph;                     //完整的图邻接矩阵类型

//以下定义邻接表类型

typedef struct ANode

{   int adjvex;                 //该边的邻接点编号

    struct ANode \*nextarc;      //指向下一条边的指针

    int weight;                 //该边的相关信息，如权值（用整型表示）

} ArcNode;                      //边节点类型

typedef struct Vnode

{   InfoType info;              //顶点其他信息

    int count;                  //存放顶点入度,仅仅用于拓扑排序

    ArcNode \*firstarc;          //指向第一条边

} VNode;                        //邻接表头节点类型

typedef struct

{   VNode adjlist[MAXV];        //邻接表头节点数组

    int n,e;                    //图中顶点数n和边数e

} AdjGraph;                     //完整的图邻接表类型

//------------------------------------------------------------

//----邻接矩阵的基本运算算法----------------------------------

//------------------------------------------------------------

void CreateMat(MatGraph &g,int A[MAXV][MAXV],int n,int e) //创建图的邻接矩阵

{

    int i,j;

    g.n=n; g.e=e;

    for (i=0;i<g.n;i++)

        for (j=0;j<g.n;j++)

            g.edges[i][j]=A[i][j];

}

void DispMat(MatGraph g)    //输出邻接矩阵g

{

    int i,j;

    for (i=0;i<g.n;i++)

    {

        for (j=0;j<g.n;j++)

            if (g.edges[i][j]!=INF)

                printf("%-3d",g.edges[i][j]);

            else

                printf("%-4s","∞");

        printf("\n");

    }

}

//------------------------------------------------------------

//------------------------------------------------------------

//----邻接表的基本运算算法------------------------------------

//------------------------------------------------------------

void CreateAdj(AdjGraph \*&G,int A[MAXV][MAXV],int n,int e) //创建图的邻接表

{

    int i,j;

    ArcNode \*p;

    G=(AdjGraph \*)malloc(sizeof(AdjGraph));

    for (i=0;i<n;i++)                       //给邻接表中所有头节点的指针域置初值

        G->adjlist[i].firstarc=NULL;

    for (i=0;i<n;i++)                       //检查邻接矩阵中每个元素

        for (j=n-1;j>=0;j--)

            if (A[i][j]!=0 && A[i][j]!=INF) //存在一条边

            {   p=(ArcNode \*)malloc(sizeof(ArcNode));   //创建一个节点p

                p->adjvex=j;

                p->weight=A[i][j];

                p->nextarc=G->adjlist[i].firstarc;  //采用头插法插入节点p

                G->adjlist[i].firstarc=p;

            }

    G->n=n; G->e=n;

}

void DispAdj(AdjGraph \*G)   //输出邻接表G

{

    ArcNode \*p;

    for (int i=0;i<G->n;i++)

    {

        p=G->adjlist[i].firstarc;

        printf("%3d: ",i);

        while (p!=NULL)

        {

            printf("%3d[%d]→",p->adjvex,p->weight);

            p=p->nextarc;

        }

        printf("∧\n");

    }

}

void DestroyAdj(AdjGraph \*&G)   //销毁图的邻接表

{

    ArcNode \*pre,\*p;

    for (int i=0;i<G->n;i++)        //扫描所有的单链表

    {   pre=G->adjlist[i].firstarc; //p指向第i个单链表的首节点

        if (pre!=NULL)

        {   p=pre->nextarc;

            while (p!=NULL)         //释放第i个单链表的所有边节点

            {   free(pre);

                pre=p; p=p->nextarc;

            }

            free(pre);

        }

    }

    free(G);                        //释放头节点数组

}

//------------------------------------------------------------

//exp8-1.cpp

int main()

{

    MatGraph g;

    AdjGraph \*G;

    int A[MAXV][MAXV] = {

        {0, 4, 6, 6, INF, INF, INF},

        {INF, 0, 1, INF, 7, INF, INF},

        {INF, INF, 0, INF, 6, 4, INF},

        {INF, INF, 2, 0, INF, 5, INF},

        {INF, INF, INF, INF, 0, INF, 6},

        {INF, INF, INF, INF, 1, 0, 8},

        {INF, INF, INF, INF, INF, INF, 0}

    };

    int n = 7, e = 12;

    CreateMat(g, A, n, e);

    printf("(1)图G的邻接矩阵:\n");

    DispMat(g);

    CreateAdj(G, A, n, e);

    printf("(2)图G的邻接表:\n");

    DispAdj(G);

    printf("(3)销毁图G的邻接表\n");

    DestroyAdj(G);

    return 0;

}

实验2.编写一个程序graph\_search.cpp实现基于图的邻接表存储结构的图的两种遍历算法，深度优先遍历的递归和非递归算法、广度优先遍历的非递归算法，并在此基础上设计一个程序exp8-2.cpp完成以下功能：

（1）调用深度优先遍历的递归算法输出上图从顶点0开始的深度优先遍历序列。

（2）调用深度优先遍历的非递归算法输出上图从顶点0开始的深度优先遍历序列。

（3）调用广度优先遍历的非递归算法输出上图从顶点0开始的广度优先遍历序列。

**程序：**

// graph\_search.cpp

#include "graph.cpp"         //包含图的存储结构及基本运算算法

int visited[MAXV];        //全局数组

void DFS(AdjGraph \*G, int v) //递归深度优先遍历算法

{

    ArcNode \*p;

    visited[v] = 1;             //置已访问标记

    printf("%3d", v);           //输出被访问顶点的编号

    p = G->adjlist[v].firstarc; //p指向顶点v的第一条弧的弧头结点

    while (p != NULL)

    {

        if (visited[p->adjvex] == 0) //若p->adjvex顶点未访问,递归访问它

            DFS(G, p->adjvex);

        p = p->nextarc; //p指向顶点v的下一条弧的弧头结点

    }

}

void DFS1(AdjGraph \*G, int v) //非递归深度优先遍历算法

{

    ArcNode \*p;

    int St[MAXV];

    int top = -1, w, x, i;

    for (i = 0; i < G->n; i++)

        visited[i] = 0; //顶点访问标志均置成0

    printf("%3d", v);   //访问顶点v

    visited[v] = 1;     //置顶点v已访问

    top++;

    St[top] = v;     //将顶点v进栈

    while (top > -1) //栈不空循环

    {

        x = St[top];                //取栈顶顶点x作为当前顶点

        p = G->adjlist[x].firstarc; //找顶点x的第一个相邻点

        while (p != NULL)

        {

            w = p->adjvex;       //x的相邻点为w

            if (visited[w] == 0) //若顶点w没有访问

            {

                printf("%3d", w); //访问顶点w

                visited[w] = 1;   //置顶点w已访问

                top++;            //将顶点w进栈

                St[top] = w;

                break; //退出循环，即再处理栈顶的顶点(体现后进先出)

            }

            p = p->nextarc; //找顶点x的下一个相邻点

        }

        if (p == NULL)

            top--; //若顶点x再没有相邻点，将其退栈

    }

    printf("\n");

}

void BFS(AdjGraph \*G, int v) //广度优先遍历算法

{

    ArcNode \*p;

    int queue[MAXV], front = 0, rear = 0; //定义环形队列并初始化

    int visited[MAXV];                    //定义存放顶点的访问标志的数组

    int w, i;

    for (i = 0; i < G->n; i++)

        visited[i] = 0; //访问标志数组初始化

    printf("%3d", v);   //输出被访问顶点的编号

    visited[v] = 1;     //置已访问标记

    rear = (rear + 1) % MAXV;

    queue[rear] = v;      //v进队

    while (front != rear) //若队列不空时循环

    {

        front = (front + 1) % MAXV;

        w = queue[front];           //出队并赋给w

        p = G->adjlist[w].firstarc; //找顶点w的第一个相邻点

        while (p != NULL)

        {

            if (visited[p->adjvex] == 0) //若相邻点未被访问

            {

                printf("%3d", p->adjvex); //访问相邻点

                visited[p->adjvex] = 1;   //置该顶点已被访问的标志

                rear = (rear + 1) % MAXV; //该顶点进队

                queue[rear] = p->adjvex;

            }

            p = p->nextarc; //找下一个相邻点

        }

    }

    printf("\n");

}

//文件名:exp8-2.cpp

#include " graph\_search.cpp

int main()

{

    AdjGraph \*G;

    int A[MAXV][MAXV] = {

        {0, 4, 6, 6, INF, INF, INF},

        {INF, 0, 1, INF, 7, INF, INF},

        {INF, INF, 0, INF, 6, 4, INF},

        {INF, INF, 2, 0, INF, 5, INF},

        {INF, INF, INF, INF, 0, INF, 6},

        {INF, INF, INF, INF, 1, 0, 8},

        {INF, INF, INF, INF, INF, INF, 0}};

    int n = 7, e = 12; //图8.1中的数据

    CreateAdj(G, A, n, e);

    printf("图G的邻接表:\n");

    DispAdj(G);

    printf("从顶点0开始的DFS(递归算法):\n");

    DFS(G, 0);

    printf("\n");

    printf("从顶点0开始的DFS(非递归算法):\n");

    DFS1(G, 0);

    printf("从顶点0开始的BFS:\n");

    BFS(G, 0);

    DestroyAdj(G);

    return 0;

}

给出以下非连通图：

![](data:image/png;base64,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)

实验3.编写一个程序unconnected\_graph\_search.cpp实现基于非连通图的邻接表存储结构的图的两种遍历算法：深度优先遍历算法和广度优先遍历算法，并在此基础上设计一个程序exp8-3.cpp完成以下功能：

（1）输出以上非连通图的深度优先遍历序列。

（2）输出以上非连通图的广度优先遍历序列。

**程序：**

// 文件unconnected\_graph\_search.cpp

#include <stdio.h>

#include <malloc.h>

#define MAXV 100 //最大顶点个数

typedef char InfoType;     //定义图结点数据域类型

int visited1[MAXV] = {0};  //全局数组1,为深度优先遍历算法使用

int visited2[MAXV] = {0};  //全局数组2,为广度优先遍历算法使用

//以下定义邻接表类型

typedef struct ANode

{

    int adjvex;            //该边的邻接点编号

    struct ANode \*nextarc; //指向下一条边的指针

    int weight;            //该边的相关信息，如权值（用整型表示）

} ArcNode;                 //边节点类型

typedef struct Vnode

{

    InfoType info;         //顶点其他信息

    int count;             //存放顶点入度,仅仅用于拓扑排序

    ArcNode \*firstarc;     //指向第一条边

} VNode;                   //邻接表头节点类型

typedef struct

{

    VNode adjlist[MAXV];   //邻接表头节点数组

    int n, e;              //图中顶点数n和边数e

} AdjGraph;                //完整的图邻接表类型

//创建图的邻接表

void CreateAdj(AdjGraph \*&G, int A[MAXV][MAXV], int n, int e)

{

    int i, j;

    ArcNode \*p;

    G = (AdjGraph \*)malloc(sizeof(AdjGraph));

    for (i = 0; i < n; i++) //给邻接表中所有头节点的指针域置初值

        G->adjlist[i].firstarc = NULL;

    for (i = 0; i < n; i++) //检查邻接矩阵中每个元素

        for (j = n - 1; j >= 0; j--)

            if (A[i][j] != 0 && A[i][j] != 0) //存在一条边

            {

                p = (ArcNode \*)malloc(sizeof(ArcNode)); //创建一个节点p

                p->adjvex = j;

                p->weight = A[i][j];

                p->nextarc = G->adjlist[i].firstarc; //采用头插法插入节点p

                G->adjlist[i].firstarc = p;

            }

    G->n = n;

    G->e = n;

}

//输出邻接表G

void DispAdj(AdjGraph \*G)

{

    ArcNode \*p;

    for (int i = 0; i < G->n; i++)

    {

        p = G->adjlist[i].firstarc;

        printf("%3d: ", i);

        while (p != NULL)

        {

            printf("%3d[%d]→", p->adjvex, p->weight);

            p = p->nextarc;

        }

        printf("∧\n");

    }

}

//销毁图的邻接表

void DestroyAdj(AdjGraph \*&G)

{

    ArcNode \*pre, \*p;

    for (int i = 0; i < G->n; i++) //扫描所有的单链表

    {

        pre = G->adjlist[i].firstarc; //p指向第i个单链表的首节点

        if (pre != NULL)

        {

            p = pre->nextarc;

            while (p != NULL) //释放第i个单链表的所有边节点

            {

                free(pre);

                pre = p;

                p = p->nextarc;

            }

            free(pre);

        }

    }

    free(G); //释放头节点数组

}

//递归深度优先遍历算法

void DFS(AdjGraph \*G, int v)

{

    ArcNode \*p;

    visited1[v] = 1;            //置已访问标记

    printf("%3d", v);           //输出被访问顶点的编号

    p = G->adjlist[v].firstarc; //p指向顶点v的第一条弧的弧头结点

    while (p != NULL)

    {

        if (visited1[p->adjvex] == 0) //若p->adjvex顶点未访问,递归访问它

            DFS(G, p->adjvex);

        p = p->nextarc; //p指向顶点v的下一条弧的弧头结点

    }

}

//广度优先遍历算法

void BFS(AdjGraph \*G, int v)

{

    ArcNode \*p;

    int queue[MAXV], front = 0, rear = 0; //定义环形队列并初始化

    int visited[MAXV];                    //定义存放顶点的访问标志的数组

    int w, i;

    for (i = 0; i < G->n; i++)

        visited[i] = 0; //访问标志数组初始化

    printf("%3d", v);   //输出被访问顶点的编号

    visited[v] = 1;     //置已访问标记

    rear = (rear + 1) % MAXV;

    queue[rear] = v;      //v进队

    while (front != rear) //若队列不空时循环

    {

        front = (front + 1) % MAXV;

        w = queue[front];           //出队并赋给w

        p = G->adjlist[w].firstarc; //找顶点w的第一个相邻点

        while (p != NULL)

        {

            if (visited[p->adjvex] == 0) //若相邻点未被访问

            {

                printf("%3d", p->adjvex); //访问相邻点

                visited[p->adjvex] = 1;   //置该顶点已被访问的标志

                rear = (rear + 1) % MAXV; //该顶点进队

                queue[rear] = p->adjvex;

            }

            p = p->nextarc; //找下一个相邻点

        }

    }

    printf("\n");

}

// 深度优先遍历非连通无向图算法

void DFS\_NC(AdjGraph \*G)

{

    int i;

    for (i = 0; i < G->n; i++) //遍历所有未访问过的顶点

        if (visited1[i] == 0)  //未被访问过的顶点，则调用DFS

            DFS(G, i);

}

// 广度优先遍历非连通无向图算法

void BFS\_NC(AdjGraph \*G)

{

    int i;

    for (i = 0; i < G->n; i++) //遍历所有未访问过的顶点

        if (visited2[i] == 0)  //未被访问过的顶点，则调用BFS

            BFS(G, i);

}

// 文件exp8 - 3.cpp

#include "unconnected\_graph\_search.cpp"

int main()

{

    AdjGraph \*G;

    int A[][MAXV] =

        {{0, 0, 1, 0, 0, 1, 0},

         {0, 0, 0, 1, 1, 0, 0},

         {1, 0, 0, 0, 0, 0, 0},

         {0, 1, 0, 0, 0, 0, 0},

         {0, 1, 0, 0, 0, 0, 0},

         {1, 0, 0, 0, 0, 0, 0},

         {0, 0, 0, 0, 0, 0, 0}};

    int n = 7, e = 4;

    CreateAdj(G, A, n, e);

    printf("图G的邻接表:\n");

    DispAdj(G);

    printf("深度优先遍历序列为:\n");

    DFS\_NC(G);

    printf("\n");

    printf("广度优先遍历序列为:\n");

    BFS\_NC(G);

    DestroyAdj(G);

    return 0;

}